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Цель работы: изучить особенности использования объектно-ориентированного программирования и паттернов проектирования.

Теоретические сведения:

Паттерны проектирования в C++:

Паттерны проектирования представляют собой решения для часто возникающих проблем при проектировании программных систем. В C++, реализация паттернов обычно основана на объектно-ориентированных концепциях языка.

1. Порождающие паттерны (Creational Patterns):

- Абстрактная фабрика (Abstract Factory):

- Предоставляет интерфейс для создания семейств взаимосвязанных или взаимозависимых объектов, не указывая их конкретных классов.

- Одиночка (Singleton):

- Гарантирует, что у класса есть только один экземпляр, и предоставляет глобальную точку доступа к этому экземпляру.

2. Структурные паттерны (Structural Patterns):

- Адаптер (Adapter):

- Преобразует интерфейс одного класса в интерфейс другого класса, который ожидают клиенты. Позволяет классам совместно работать, не изменяя своих кодов.

- Мост (Bridge):

- Разделяет абстракцию и реализацию так, чтобы они могли изменяться независимо.

3. Поведенческие паттерны (Behavioral Patterns):

- Наблюдатель (Observer):

- Определяет зависимость между объектами так, чтобы при изменении состояния одного объекта все его зависимости были уведомлены и обновлены автоматически.

- Состояние (State):

- Позволяет объекту изменять свое поведение при изменении его внутреннего состояния.

Паттерны проектирования предоставляют эффективные и проверенные решения для типичных проблем в разработке программного обеспечения. Использование объектно-ориентированного программирования и паттернов проектирования в C++ позволяет создавать гибкие, поддерживаемые и расширяемые системы.

Контрольные вопросы:

1. Преимущество объектно-ориентированного проектирования заключается в возможности абстрагирования данных и функциональности в виде объектов, что способствует легкости поддержки, повторного использования кода, а также обеспечивает более понятную и структурированную организацию программы.

2. Пример прототипа, реализации и вызова функции с переменным количеством аргументов:

void exampleFunction(int firstArg, ...);

#include <cstdarg>

void exampleFunction(int firstArg, ...) {

va\_list args;

va\_start(args, firstArg);

// Обработка аргументов

va\_end(args);

}

exampleFunction(1, 2, 3, 4);

3. Пример прототипа, реализации и вызова функции, получающей указатель на функцию:

void functionWithCallback(void (\*callback)(int));

void functionWithCallback(void (\*callback)(int)) {

// Вызов функции обратного вызова

callback(42);

}

void callbackFunction(int value) {

// Обработка значения

}

// Передача указателя на функцию в качестве аргумента

functionWithCallback(callbackFunction);

4. Пример создания и использования перечисления:

#include <iostream>

enum Days { Monday, Tuesday, Wednesday, Thursday, Friday, Saturday, Sunday };

// Использование

Days currentDay = Tuesday;

5. В языке C++ не разрешены виртуальные конструкторы, потому что создание объекта происходит до вызова конструктора, и виртуальные функции не могут быть вызваны до полного создания объекта. Деструктор делается виртуальным для правильного вызова деструкторов при использовании полиморфизма.

6. Паттерн Фабрика используется для создания объектов без указания конкретных классов, делегируя процесс создания подклассам.

7. Паттерн Фабрика используется для создания эффекта виртуального конструктора, где создание объекта делегируется фабричному методу в интерфейсе или абстрактном классе.

8. Эффект виртуального копирующего конструктора достигается с помощью копирующего конструктора в базовом классе, объявленного как виртуальный, и его переопределения в производных классах.

9. Константа времени компиляции в C++ — это значение, вычисляемое на этапе компиляции, например, через constexpr. Она обеспечивает вычисление значения на этапе компиляции, что может повысить эффективность программы.

10. Имя типа можно узнать с использованием оператора typeid или с использованием механизма шаблонов типов, например, с помощью std::type\_info в сочетании с typeid.

Задание:

Необходимо создать возможность конструирования 5 ОБЪЕКТОВ РАЗЛИЧНЫХ ТИПОВ с использованием подходов «ФАБРИКА», «ФАБРИЧНЫЙ МЕТОД С АРГУМЕНТАМИ», «ФАБРИЧНЫЙ КОНСТРУКТОР», «ПОЛИМОРФНАЯ ФАБРИКА», «ПОЛИМОРФНОЕ КОПИРОВАНИЕ». Для всех типов необходимо реализовать возможность их добавления, удаления, редактирования, вывода содержимого объектов на экран в табличном виде и в файл.

Листинг:

#include "Events.h"

#include "Gifts.h"

#include "CinemaFood.h"

#include "MerchandiseUnit.h"

int main() {

SetConsoleCP(1251);

SetConsoleOutputCP(1251);

vector<ConceptualRoom\*> rooms;

vector<Event\*> events;

vector<gift::Event\*> eventsGifts;

vector<Food\*> foodItems;

vector<MerchandiseUnit\*> merchandiseUnits;

StandUP::Register(); // id 0

Lecture::Register(); // id 1

Meeting::Register(); // 2

LiveBroadcast::Register(); // 3

TheatricalProduction::Register(); // 4

while (true) {

bool subMenu = false;

char menuKey;

cout << "Меню:" << endl

<< "1. Концептуальные залы." << endl

<< "2. Атрибутика." << endl

<< "3. Мероприятия." << endl

<< "4. Мероприятия с подарками." << endl

<< "5. еда" << endl

<< "ваш выбор: ";

cin >> menuKey;

cin.ignore();

switch (menuKey)

{

case '0':

{

for (ConceptualRoom\* room : rooms) {

delete room;

}

for (Event\* event : events) {

delete event;

}

for (gift::Event\* event : eventsGifts) {

delete event;

}

for (Food\* foodItem : foodItems) {

delete foodItem;

}

for (MerchandiseUnit\* unit : merchandiseUnits) {

delete unit;

}

return 0;

}

case '1':

{

while (!subMenu) {

char subMenuKey;

cout << "Выберите тип концептуального зала, который хотите создать: " << endl

<< "1. VR-комната" << endl

<< "2. Детская комната" << endl

<< "3. VIP-комната" << endl

<< "4. Комната с кроватями" << endl

<< "5. Комната с диванами" << endl

<< "6. Пустая комната" << endl

<< "7. вывести содержимое на экран" << endl

<< "0. Выход" << endl

<< "ваш выбор: ";

cin >> subMenuKey;

cin.ignore();

ConceptualRooms roomType = null;

switch (subMenuKey)

{

case '0': subMenu = true; break;

case '1':

roomType = VR\_ROOM;

break;

case '2':

roomType = KIDS\_ROOM;

break;

case '3':

roomType = VIP\_ROOM;

break;

case '4':

roomType = BEDS\_ROOM;

break;

case '5':

roomType = COUCHES\_ROOM;

break;

case '6':

roomType = EMPTY\_ROOM;

case '7':

cout << "Список созданных концептуальных залов:" << endl;

for (const auto& room : rooms) {

room->describe();

}

break;

default:

cout << "Неправильный ввод." << endl;

continue;

}

ConceptualRoom\* room = createRoom(roomType);

if (room) {

cout << "Комната была создана!" << endl;

rooms.push\_back(room);

}

}

break;

}

case '2':

{

while (!subMenu) {

char subMenuKey;

cout << "Выберите тип товара, который хотите создать:" << endl

<< "1. Логотипная кружка." << endl

<< "2. Плакат к фильму." << endl

<< "3. Брендированная подушка." << endl

<< "4. Коллекционная игрушка." << endl

<< "5. Брендированный брелок." << endl

<< "6. вывести созданные предметы" << endl

<< "0. Вернуться в предыдущее меню." << endl

<< "Ваш выбор: ";

cin >> subMenuKey;

cin.ignore();

MerchandiseUnitSpec\* unitSpec = nullptr;

switch (subMenuKey) {

case '0': subMenu = true;

break;

case '1': {

int mugSize;

bool isThermal;

cout << "Введите размер кружки (мл): ";

cin >> mugSize;

cout << "Термокружка? (1 - Да, 0 - Нет): ";

cin >> isThermal;

unitSpec = new LogoMugSpec(mugSize, isThermal);

break;

}

case '2': {

string movieTitle;

int posterSize;

cout << "Введите заголовок фильма: ";

cin.ignore();

getline(cin, movieTitle);

cout << "Введите размер плаката (см): ";

cin >> posterSize;

unitSpec = new MoviePosterSpec(movieTitle, posterSize);

break;

}

case '3': {

string pillowColor;

bool hasLogo;

cout << "Введите цвет подушки: ";

cin.ignore();

getline(cin, pillowColor);

cout << "Присутствие логотипа? (1 - Да, 0 - Нет): ";

cin >> hasLogo;

unitSpec = new BrandedPillowSpec(pillowColor, hasLogo);

break;

}

case '4': {

string characterName;

int toyHeight;

cout << "Введите имя персонажа: ";

cin.ignore();

getline(cin, characterName);

cout << "Введите высоту игрушки (см): ";

cin >> toyHeight;

unitSpec = new CollectibleToySpec(characterName, toyHeight);

break;

}

case '5': {

string material;

bool hasLight;

cout << "Введите материал брелка: ";

cin.ignore();

getline(cin, material);

cout << "Наличие подсветки? (1 - Да, 0 - Нет): ";

cin >> hasLight;

unitSpec = new BrandedKeyringSpec(material, hasLight);

break;

}

case'6':

cout << "Список созданных единиц атрибутики:" << endl;

for (const auto& unit : merchandiseUnits) {

unit->describe();

}

break;

default:

cout << "Неправильный ввод." << endl;

break;

}

if (unitSpec) {

MerchandiseUnit\* unit = createMerchandiseUnitWithSpec(unitSpec);

if (unit) {

merchandiseUnits.push\_back(unit);

cout << "Товар создан." << endl;

}

delete unitSpec;

}

}

break;

}

case '3':

{

while (!subMenu) {

int eventType;

cout << "Выберите тип мероприятия:" << endl

<< "1. Стендап-концерт" << endl

<< "2. Лекция" << endl

<< "3. Встреча со звездой" << endl

<< "4. Прямая трансляция" << endl

<< "5. Театральная постановка" << endl

<< "6. вывести созданные мероприятия" << endl

<< "0. Вернуться в предыдущее меню" << endl

<< "Ваш выбор: ";

cin >> eventType;

cin.ignore();

if (eventType >= 0 && eventType < eventRegistry.size()) {

Event\* newEvent = Event::createEvent(eventType - 1);

events.push\_back(newEvent);

cout << "Создано новое мероприятие." << endl;

}

else if (eventType == 0) {

subMenu = true;

}

else if (eventType == 6) {

cout << "Список созданных мероприятий:" << endl;

for (const auto& unit : events) {

unit->describe();

}

}

else {

cout << "Некорректный выбор." << endl;

}

}

break;

}

case '4':

{

while (!subMenu) {

cout << "Меню:" << endl

<< "1. StandUP" << endl

<< "2. Lecture" << endl

<< "3. Meeting" << endl

<< "4. LiveBroadcast" << endl

<< "5. TheatricalProduction" << endl

<< "6. вывести список сформированных подарков" << endl

<< "0. Выход" << endl

<< "Выберите мероприятие для создания (введите номер): ";

int choice;

cin >> choice;

switch (choice) {

case 1: {

gift::Event\* standUp = new gift::StandUP;

eventsGifts.push\_back(standUp);

cout << "Создан StandUP мероприятие." << endl;

gift::Gift\* gift = standUp->distributeGift();

gift->celebrate();

break;

}

case 2: {

gift::Event\* lecture = new gift::Lecture;

eventsGifts.push\_back(lecture);

cout << "Создано мероприятие Лекция." << endl;

gift::Gift\* gift = lecture->distributeGift();

gift->celebrate();

break;

}

case 3: {

gift::Event\* meeting = new gift::Meeting;

eventsGifts.push\_back(meeting);

cout << "Создано мероприятие Встреча." << endl;

gift::Gift\* gift = meeting->distributeGift();

gift->celebrate();

break;

}

case 4: {

gift::Event\* liveBroadcast = new gift::LiveBroadcast;

eventsGifts.push\_back(liveBroadcast);

cout << "Создано мероприятие Прямая трансляция." << endl;

gift::Gift\* gift = liveBroadcast->distributeGift();

gift->celebrate();

break;

}

case 5: {

gift::Event\* theatricalProduction = new gift::TheatricalProduction;

eventsGifts.push\_back(theatricalProduction);

cout << "Создано мероприятие Театральная постановка." << endl;

gift::Gift\* gift = theatricalProduction->distributeGift();

gift->celebrate();

break;

}

case 6:

cout << "Список созданных подарков за посещение мероприятий:" << endl;

for (const auto& unit : eventsGifts) {

unit->describe();

}

break;

case 0: {

subMenu = true;

}

}

}

break;

}

case '5':

{

while (!subMenu) {

cout << "Menu:" << endl

<< "1. попкорн" << endl

<< "2. напиток" << endl

<< "3. хотдог" << endl

<< "4. мороженое" << endl

<< "0. выйти из программы" << endl

<< "ваш выбор: ";

int choice;

cin >> choice;

if (choice == 0) {

subMenu = true;

break;

}

Food\* foodItem = nullptr;

switch (choice) {

case 1:

foodItem = new Popcorn;

break;

case 2:

foodItem = new Soda;

break;

case 3:

foodItem = new HotDog;

break;

case 4:

foodItem = new IceCream;

break;

default:

cout << "неверный выбор." << endl;

continue;

}

foodItems.push\_back(foodItem);

cout << "объект был создан." << endl;

}

for (const auto& foodItem : foodItems) {

Food\* copy = foodItem->clone();

copy->sell();

delete copy;

}

break;

}

default: cout << "проверьте правильность ввода." << endl;

break;

}

}

}
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Рисунок 2 – Просмотр информации